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ABSTRACT

The paper presents the research on self-balancing two-wheels mobile robot control system analysis with experimental studies. The research problem in this work is to stabilize the mobile robot with self-control and to carry the sensitive things without failing in a long span period. The main objective of this study is to focus on the mathematical modelling of mobile robot from laboratory scale to real world applications. The numerical expression with mathematical modelling is very important to control the mobile robot system with linearization. The fundamental concepts of dynamic system stability were utilized for maintaining the stability of the constructed mobile robot system. The controller design is also important for checking the stability and the appropriate controller design is proportional, integral, and derivative – PID controller and Linear Quadratic Regulator (LQR). The steady state error could be reduced by using such kind of PID controller. The simulation of numerical expression on mathematical modeling was conducted in MATLAB environments. The confirmation results from the simulation techniques were applied to construct the hardware design of mobile robot system for practical study. The results from simulation approaches and experimental approaches are matched in various kinds of analyses. The constructed mobile robot system was designed and analyzed in the control system design laboratory of Yangon Technological University (YTU).
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1. Introduction

Mobile robots are empowered for military and industries and became popular in helping domestic works like a four-wheel vacuum cleaner and hospitals like a motorised wheelchair, among those various robots such as a four-wheel robot, dog robot, spider robot, etc. [1,2]. The two-wheel self-balancing robot invented by Segway is one of the innovative robot solutions from personal robotics applications to private transportation. The idea of developing Segway personal transport, which can balance on its two wheels, has drawn interest from many researchers worldwide. Such kind of robot can solve several challenges in industry and society [3-5]. Because being a small and light cart allows humans to travel in small areas or factories where cars cannot enter with less pollution and less power consumption. Moreover, a Segway robot is interesting because it combines sensory capability and intelligent control methods to keep the robot in equilibrium [6-8].

The two-wheeled self-balancing robot is similar to the configuration of Segway based on inverted pendulum theory. The increasing affordability of commercial off-the-shelf (COTS) sensing components and microprocessor boards has become one of the key reasons to widely research and report. The two-wheeled self-balancing robot is a kind of robot that can balance itself on two wheels [9-11]. This robot chassis was designed in the SolidWorks software and fabricated with a laser cutter using acrylic materials. Then it was mounted on two 12 V DC motors 500 rpm with the encoder. In this project, an inertial measurement unit (IMU) called MPU6050, consisting of 3 axis accelerometer and a three-axis gyroscope, was chosen to measure the robot orientation (roll, pitch, and yaw). It consists of some weak points in the gyroscope and accelerometer when they are used alone [12].

Consequently, the data received from IMU were converted to the tilt angle and passed through one of the filters. A complimentary filter is used for data fusion to get the perfect angle. To balance the device, a controller plays an essential role in the self-balancing robot. PID controller is used in this project to control the speed of the motor via the PWM duty cycle. The robot’s power can be given by using a battery placed on top of the chassis [13]. In this way, the aim of balancing the robot was fully achieved.

Because of higher speed due to less friction from fewer wheels, more straightforward structural design, lesser parts that need replacing over time, such as wheels, this two-wheeled self-balancing robot can be used in various applications with different perspectives such as an intelligent gardener in agricultural fields, an autonomous trolley in hospitals, shopping malls, offices, airports, healthcare applications or an intelligent robot to guide blind or disable people [14]. The general objectives to perform this research are to design and fabricate a relevant balancing two-wheeled robot chassis, to derive the mathematical model [15] of the system, to illustrate the schemes and techniques involved in balancing unstable robotic environments on two wheels using proper motors, sensors and a suitable microprocessor, and to design a complete stable discrete digital control system in the appropriate software.

In this work, we emphasized the derivation of a mathematical model based on the inverted pendulum theory, design of two-wheeled robot in SolidWorks software, implementation of the filter for IMU sensor and PID control, integration of the robot’s controller with hardware, and testing, analysing and troubleshooting for the whole system. The authors have solved the stabilizing problem for the mobile robot with self-control and to carry the sensitive things without failing in a long span period. The detailed analyses and numerical expression on mathematical modellings were discussed in the following section. The research motivation on the mobile robot system implementation is how to link the simulation approaches to experimental approaches in real time applications.

The paper is organised as follows. Section II presents the dynamic mathematical model of the targeted mobile robot. Section III mentions the control system design. Section IV points out the hardware implementation. Section V gives the results and discussions on the theoretical and experimental studies. The last section is the conclusion of the research work.

2. Mathematical Modelling

The mathematical modelling for the self-balancing mobile robot system could be completed based on the respective section on the dynamical system approaches. The first portion is concerning the linear model of a DC motor for that mobile robot and the second portion is the dynamic model of mobile robot.

2.1 Linear Model of a Direct Current (DC) Motor

Two 500 rpm DC motors are used to power the robot. In this section, the state-space model of the DC motor, which is necessary for deriving the balancing robot’s dynamic model, is expressed. Consequently, the relationship between the input voltage to the motors and the control torque required to stabilise the robot is obtained.

Figure 1 expresses an effective linear model for a direct current motor. When a voltage is applied to the dc motor, a current \( i \) is generated. As a result, a motor torque, which is proportional to the current, is produced. The equation can be expressed as

\[
\tau_m = k_m \times i
\]  

(1)
An electromotive force (emf) is induced when the coil of a motor is spinning through a magnetic field due to an applied voltage source. In other words, the motor’s shaft is turning, and emf is generated when the motor is in an operation mode. Thus, back emf voltage increases proportionally to the shaft velocity \( w \), which can be written as

\[
V_{em} = k_e \times \omega
\]  

(2)

By using Kirchoff’s Voltage Law, the linear differential equation of the DC motor’s electrical circuit can be written as

\[
-V_s + i \times R + L \times \frac{di}{dt} + V_{em} = 0
\]  

(3)

\[
\frac{di}{dt} = -\frac{V_s}{L} - \frac{iR}{L} + \frac{V_{em}}{L}
\]  

(4)

\[
\frac{di}{dt} = -\frac{R}{L} \times i - \frac{k_f}{L} \times \omega + \frac{V_s}{L}
\]  

(5)

\[
\frac{d\omega}{dt} = -\frac{k_m}{I_R} i - \frac{1}{I_R} \tau_s
\]  

(13)

By substituting Equation (12) into Equation (13), an approximation for the DC motor, which is only a function of the current motor speed (\( \omega \)), applied voltage (\( V_s \)) and applied torque (\( \tau_s \)) is obtained.

\[
\frac{d\omega}{dt} = -\frac{k_m}{I_R} i - \frac{1}{I_R} \tau_s
\]  

(14)

\[
\frac{d\omega}{dt} = -\frac{k_m}{I_R} i - \frac{1}{I_R} \tau_s
\]  

(15)

A state-space model can represent the dynamic model of the motor. This state-space consists of two state variables: angle (\( \theta \)) and velocity (\( \omega \)). The input variables for the motor is the applied voltage (\( V_s \)) and applied torque (\( \tau_s \)).

\[
\begin{bmatrix}
\dot{\theta} \\
\dot{\omega}
\end{bmatrix} =
\begin{bmatrix}
0 & 1 \\
0 & \frac{k_m}{I_R}
\end{bmatrix}
\begin{bmatrix}
\theta \\
\omega
\end{bmatrix} +
\begin{bmatrix}
0 \\
\frac{k_m}{I_R}
\end{bmatrix}
\begin{bmatrix}
V_s \\
\tau_s
\end{bmatrix}
\]  

(16)

\[y = [1 \ 0] \begin{bmatrix}
\theta \\
\omega
\end{bmatrix} + [0 \ 0] \begin{bmatrix}
V_s \\
\tau_s
\end{bmatrix}
\]  

(17)

The outcome of Equation (17) is the estimated mobile robot position in experimental studies.

2.2 Dynamic Modelling of Mobile Robot System

This two-wheeled self-balancing robot is a kind of complex dynamic system because of the nature of an inverted pendulum on a cart. Two equations of motion, which can completely describe the heart of the balancing robot, are driven by analysing the robot’s chassis and wheels separately.

The mathematical model will accommodate such forces as disturbances, and the motor’s torque can influence the robot’s behaviour. First of all, the equation of motion associated with the left and right wheels is obtained. Since the equation for the left and right wheels are absolutely analogous, only the equation for the right wheel is given. Figure 2 expresses the free body diagram for both wheels.
According to Newton’s law of motion, the summation of forces on the horizontal x-direction is
\[ \sum F_x = Ma \]  
(18)
\[ F_{jr} - F_r = M_x \ddot{x} \]  
(19)

Adding the moments about the centroid of the wheel gives Equation (20).
\[ \sum M_o = I \alpha \]  
(20)
\[ C_r - F_{jr}r = I_w \ddot{\theta}_w \]  
(21)

The motor torque can be expressed from DC motor dynamics, and the equation can be described as,
\[ \tau_w = I_R \frac{d\omega}{dt} + \tau_s \]  
(22)

By rearranging the equation and substituting Equation (15) into Equation (22), the output torque to the wheels is attained.
\[ \tau_w = I_R \left[ -\frac{k_m}{I_R} \dot{\theta}_w + \frac{k_m}{I_R} \dot{\omega}_w - \frac{1}{I_R} \tau_s \right] + \tau_s \]  
(23)
\[ C = \frac{k_m}{R} \dot{\theta}_w + \frac{k_m}{R} \dot{\omega}_w \]  
(24)

Therefore, Equation (4) becomes
\[ -\frac{k_m}{R} \dot{\theta}_w + \frac{k_m}{R} \dot{\omega}_w - F_{jr}r = I_w \ddot{\theta}_w \]  
(25)

Thus,
\[ F_{jr} = -\frac{k_m}{R} \dot{\theta}_w + \frac{k_m}{R} \dot{\omega}_w - \frac{1}{r} \tau_s \]  
(26)

The equation of left and right wheels can be obtained by substituting Equation (26) into Equation (19).

For the right wheel,
\[ M_x \ddot{x} = -\frac{k_m}{R} \dot{\theta}_w + \frac{k_m}{R} \dot{\omega}_w - \frac{1}{r} \tau_s - F_r \]  
(27)

For the left wheel,
\[ M_x \ddot{x} = -\frac{k_m}{R} \dot{\theta}_w + \frac{k_m}{R} \dot{\omega}_w - \frac{1}{r} \tau_s - F_l \]  
(28)

The angular rotation can be converted into linear motion by straightforward transformation because the linear motion is acting on the central point of the wheel.
\[ \ddot{\theta}_w = \frac{\ddot{x}}{r} \]  
(29)
\[ \dot{\theta}_w = \frac{\dot{x}}{r} \]  
(30)

By the linear transformation, Equation (27) and Equation (28) becomes:

For the right wheel,
\[ M_x \ddot{x} = -\frac{k_m}{Rr^2} \ddot{x} + \frac{k_m}{R} \dot{\omega}_w - \frac{1}{r} \ddot{x} - F_r \]  
(31)

For the left wheel,
\[ M_x \ddot{x} = -\frac{k_m}{Rr^2} \ddot{x} + \frac{k_m}{R} \dot{\omega}_w - \frac{1}{r} \ddot{x} - F_l \]  
(32)

By adding Equation (31) and Equation (32), the first equation of motion for the balancing robot is obtained.
\[ 2 \left[ M_x + \frac{l_m}{r} \right] \ddot{x} = -\frac{2k_m}{Rr^2} \ddot{x} + \frac{2k_m}{R} \dot{\omega}_w - \left( F_L + F_R \right) \]  
(33)

Figure 3. Free Body Diagram of the Chassis

The free body diagram of the chassis is illustrated in Figure 3. In this figure, the Newton’s law of motion for self-balancing mobile robot dynamic system based on the mathematical expressions. The mathematical modelling of that free body diagram could be evaluated in the following section.

\[ \sum F_p = M_p \ddot{x} \]  
(34)
\[ \left( F_L + F_R \right) - M_p \dot{\omega}_p \cos \theta_p + M_p \dot{\theta}_p^2 \sin \theta_p = M_p \ddot{x} \]  
(35)

The self-motion could be observed by changing the parameter of “p” for left and right position.

Thus
\[ \left( F_L + F_R \right) = M_p \dot{\omega}_p \cos \theta_p - M_p \dot{\theta}_p^2 \sin \theta_p + M_p \ddot{x} \]  
(36)

Summing the forces perpendicular to the chassis can also give the second equation of motion for the system.
\[ \sum F_{rp} = M_p \ddot{x} \cos \theta_p \]  
(37)
\( (F_L + F_R) \cos \theta_p + (P_L + P_R) \sin \theta_p \)
\[-M_p g \cos \theta_p - M_p \ddot{\theta}_p = M_p \ddot{x} \cos \theta_p \]  

(38)

To get rid of the F and P terms in the above equation, by summing the moments around the centre of mass of the chassis, Equation (39) is obtained.

\[
\sum M_o = I \alpha
\]

(39)

\[-(F_L + F_R) l \cos \theta_p - (P_L + P_R) l \sin \theta_p\]

\[-(C_L + C_R) = I \ddot{\theta}_p
\]

(40)

The torque applied on the chassis from the motor as defined in Equation (40) and after linear transformation,

\[
(C_L + C_R) = -\frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s
\]

(41)

Substituting this into Equation (40) gives,

\[-(F_L + F_R) l \cos \theta_p - (P_L + P_R) l \sin \theta_p - \left(-\frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s\right) = I \ddot{\theta}_p
\]

(42)

Thus,

\[-(F_L + F_R) l \cos \theta_p - (P_L + P_R) l \sin \theta_p = I \ddot{\theta}_p - \frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s
\]

(43)

By multiplying Equation (38) by -1,

\[-(F_L + F_R) l \cos \theta_p - (P_L + P_R) l \sin \theta_p + M_p l \sin \theta_p = -M_p l \ddot{x} \cos \theta_p
\]

(44)

Substitute Equation (43) in Equation (44),

\[
I \ddot{\theta}_p - \frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s + M_p l \sin \theta_p
\]

(45)

To eliminate \((F_L + F_R)\) from the motor dynamics, Equation (36) is substituted into Equation (16),

\[
2 \left[M_w + \frac{l}{r^2}\right] \ddot{x} = -\frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s
\]

(46)

\[-(M_p l \ddot{\theta}_p \cos \theta_p + M_p l \dot{\theta}_p^2 \sin \theta_p + M_p \ddot{x}_s)\]

\[
2 \left[M_w + \frac{l}{r^2}\right] \ddot{x} = -\frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s
\]

(47)

Rearranging Equation (45) and Equation (46) gives the nonlinear equations of motion of the system.

\[
\begin{bmatrix}
I_p + M_p l^2
\end{bmatrix} \ddot{\theta}_p - \frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s
+ M_p l g \sin \theta_p = -M_p l \ddot{x} \cos \theta_p
\]

(48)

\[
\begin{bmatrix}
2M_w + \frac{2l}{r^2} + M_p
\end{bmatrix} \ddot{x} + \frac{2k_m k_e}{R r^2} \ddot{x} = -M_p l \ddot{\theta}_p \cos \theta_p - M_p l \dot{\theta}_p^2 \sin \theta_p + \frac{2k_m}{R} V_s
\]

(49)

The above two equations can be linearised by assuming \(\theta_p = \pi - \phi\), where \(\phi\) represents a small angle from the vertically upward direction. This simplification was used to enable a linear model to be obtained so linear state space controllers could be implemented.

Therefore,

\[
cos \theta_p = \cos(\pi - \phi) \approx -1
\]

(50)

\[
sin \theta_p = \sin(\pi - \phi) \approx -\phi
\]

(51)

\[
\ddot{\theta}_p = \phi^2 \approx 0 \text{ and } \ddot{\theta}_p = \phi
\]

(52)

The linearised equation of motion is

\[
\begin{bmatrix}
I_p + M_p l^2
\end{bmatrix} \ddot{\theta}_p - \frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s
- M_p l g \phi = M_p l \ddot{x}
\]

(53)

\[
\begin{bmatrix}
2M_w + \frac{2l}{r^2} + M_p
\end{bmatrix} \ddot{x} + \frac{2k_m k_e}{R r^2} \ddot{x}
- M_p l \ddot{\theta}_p \cos \theta_p - M_p l \dot{\theta}_p^2 \sin \theta_p + \frac{2k_m}{R} V_s
\]

(54)

When Equation (53) and Equation (54) are rearranged, the state space equation of the system is obtained.

\[
\ddot{\phi} = \frac{M_p l}{\left(I_p + M_p l^2\right)} \ddot{x} + \frac{2k_m k_e}{R r} \ddot{x} + \frac{2k_m}{R} V_s
\]

(55)

\[
- \frac{2k_m}{R} \left(\ddot{x} + \frac{2l}{r^2} + M_p\right) \phi + \frac{M_p l g \phi}{\left(I_p + M_p l^2\right)}
\]

(56)

\[
\ddot{x} = \frac{2k_m}{R r} \left(\ddot{x} + \frac{2l}{r^2} + M_p\right) V_s
\]

(57)

By substituting Equation (55) into Equation (49),
substituting Equation (43) into Equation (31), and after a series of algebraic manipulation, the state space equation for the system is obtained.

\[
\dot{x} = \begin{bmatrix}
0 & 1 & 0 & 0 \\
0 & 0 & \frac{2k}{R\alpha} (M + M_\alpha - M_{\alpha}) & 0 \\
0 & 0 & 0 & 1 \\
0 & 0 & \frac{2k}{R\alpha} (r\beta - M_{\alpha}) & 0
\end{bmatrix}
\begin{bmatrix}
x \\
\dot{x} \\
\phi \\
\dot{\phi}
\end{bmatrix} + \begin{bmatrix}
\frac{R\alpha}{M} \\
\frac{R\alpha}{M}
\end{bmatrix} V.
\]

(57)

\[
y = \begin{bmatrix}
1 & 0 & 0 & 0 \\
0 & 1 & 0 & 0
\end{bmatrix}
\begin{bmatrix}
x \\
\dot{x} \\
\phi \\
\dot{\phi}
\end{bmatrix} + 0 \times V.
\]

(58)

Where,

\[
\alpha = \frac{I_{\alpha} + 2M_\alpha M_{\alpha} + M_{\alpha}^2}{r^2}
\]

(59)

\[
\beta = \frac{2M_\alpha + \frac{2I_{\alpha}}{r^2} + M_{\alpha}}{r}
\]

(60)

The detail descriptions for all mathematical expression are offered in the background theory of mobile robot system in several books.

In the abovementioned model, it is assumed that the wheels of the vehicle will always stay in contact with the ground and that there is no slip at the wheels. Therefore, cornering forces are also considered negligible.

3. Experimental Results and Discussions

The experimental results based on separated hardware implementation and overall system implementation were presented in this section. And also the outcomes of research are mentioned based on the discussions on several analyses.

3.1 Overall Operation of the System

The self-balancing two-wheeled robot is based on an inverted pendulum theory. Without any control system, it cannot maintain its upright position. To hold the robot in an excellent place, the controller should know at which angle the robot is tilting. This process can be done by the IMU sensor, which consists of a three-axis accelerometer and a three-axis gyroscope. The accelerometer is responsible for measuring the tilt angle, and the gyroscope shows the robot’s angle position. However, each sensor data is not entirely accurate due to the presence of noise and drift in each sensor. To overcome this problem, a complementary filter is required to implement for fusing the sensor data. In this robot hardware, a control algorithm is written in an intelligent electronic device known as an Arduino UNO. UNO is used to collect the robot’s orientation in a single axis from the IMU sensor and provide an appropriate control signal to control both left and suitable motor by tuning a Proportional, Integral and Derivative (PID) gain value. The output from this PID controller is a pulse width modulation (PWM) signal. Consequently, it can control the speed of the motor through a dual full-bridge motor driver (L298N). Thus to balance the two-wheeled self-balancing robot, tuning the PID gain values and filtering the sensor data play an essential role in this unstable system.

3.2 Closed-loop PID Controller Testing Based on Mathematical Model

PID controller is simulated in MATLAB/SIMULINK using the accurate parameter in the robot’s mathematical model. The mathematical model equation was driven in Equation (56), and the robot’s precise parameters have been calculated in section III.

Figure 4 demonstrates the Closed Loop Impulse Response of the System with PID. This simulation is constructed according to the state-space model. An impulse response is used to test the PID closed-loop control system. The first proportional gain \((K_p=15)\) controls the position of the robot and the second PID controller controls the robot’s angle. The input source is an impulse signal, and it is similar to the robot, which is suddenly pushed in the objective case. This impulse force will cause the robot to change its stable position and angle for a short period. The result can be seen in Figure 5.

Figure 5(a) means that the robot’s position has changed from 0 meters to around 0.8 meters first due to the applied impulse force. This will create the robot to lean nearly 18 degrees. Consequently, the robot’s angle must be controlled with proper PID gain values to maintain its
stability. Unless the robot’s angle is held, it will fall. With the help of PID controllers in both position and angle, the robot will return to its initial position after 2 seconds, and at the same time, the robot’s tilting angle will return to zero degrees. Among these two Figures 5(a) and 5(b), the right-hand side graph can give a better result when the robot’s displacement and tilt angle measurements are compared.

In the second experiment, a unit step signal is used as an input to the system, and then the robot’s position and angle are checked after passing through the PID controller in both cases. The main unsimilar point between Figure 4 and Figure 6 is the input signal. Figure 4 uses an impulse signal, while Figure 6 uses a unit step signal. The simulation result can be demonstrated in Figure 7. This time let’s assume that the user wants to move the robot to one meter and stay in that position, like giving a unit step function to the robot’s position in the simulation. In order to observe this, the robot should lean for at most around 15 degrees. With the help of these PID gain values, the robot could manage to reach that set point position within 3 seconds. After getting to the desired position, the robot’s tilting angle will be returned to zero. In other words, the robot will return to its balanced position. Among these, two graphs the right-hand side graph can give a better result.

Last but not least, the PID controller is used to control only the robot’s angle instead of the robot’s position. MATLAB simulation diagram is shown in Figure 8.

This phenomenon is quite similar to setting the robot to lean forward to a certain degree constantly. The simulation result can be seen in Figure 9. In this simulation, the robot is set to lean forward for one degree constantly. Thus in Figure 9, at first, the robot is oscillating and trying to maintain in one degree; as a result, the robot will move continuously. Therefore, between these two figures: Figure 9(a) and Figure 9(b), Figure 9(b) can be assumed to be the best one by comparing the robot’s angle graph.

One of the interesting facts in this simulation test is that all the PID gain values that are used in those three different simulations are the same value. This means that appropriate PID gain values for both unit step and unit impulse function in controlling both position and angle have already been tuned after realising the characteristic of the PID controller and trying a try and error method for tuning the gain values. Moreover, PID gain values used in every simulation (a) can balance the robot in software simulation and hardware testing.

Figure 4. Closed Loop Impulse Response of the System with PID

Figure 5. Test and Result of Closed Loop Impulse Response with PIDController in Both Position and Angle
3.3 Closed Loop LQR Controller Testing Based on Mathematical Model

After substituting the robot’s parameter into the state-space model derived in section III, Equation (60) is obtained.
For a linear control system to be implemented, the system has to be controllable. This requires that the rank of the \( n \times n \) controllability matrix \( C = [B A B \ldots A^{n-1} B] \) is \( n \) or modulus of \( C \) is not equal to zero.

The algebraic Ricatti equation is solved using MATLAB, and the control gain \( K \) is evaluated for different values of \( Q \) and \( R \) weighting matrices. The response of the system is simulated as well.

The \( Q \) matrix assumes the form of

\[
Q = \begin{bmatrix}
a & 0 & 0 & 0 \\
0 & b & 0 & 0 \\
0 & 0 & c & 0 \\
0 & 0 & 0 & d
\end{bmatrix}
\]  

(62)

where the values of \( a, b, c \) and \( d \) are the weightings for the states \( x, \dot{x}, \phi, \dot{\phi} \) while the weighing matrix \( R \) is a scalar value as there is only one control input to the system. The values in \( Q \) and \( R \) matrices are adjusted to penalise the system state space and input. The main aim of this control system is to make the states of the system converge to zero at the shortest time possible. Thus the control engineer should adjust the \( Q \) and \( R \) matrices to obtain the desired response. The simulation result for this self-balancing robot is illustrated in Figure 10.

**Figure 10.** Test and Result of Closed Loop LQR controller

Figure 10(a) uses \( a=10, b=10, c=60, d=100 \) for \( Q \) matrix and \( R=0.001 \). Using these values, the robot will reach the desired position 1m after 4 seconds by oscillating the robot between −2 degrees and 1 degree. Figure 10(b) uses \( a=100, b=10, c=600, d=100 \) for \( Q \) matrix and \( R=0.001 \). At these values, the robot will reach the desired position 1 m after 2 seconds by oscillating the robot between −5 degrees and 2.3 degrees. Among these two LQR simulations, Figure 10(b) can provide better performance than that of (a). Moreover, by comparing this LQR simulation result (b) with the PID control simulation result in Figure 7(b), the LQR controller can perform better because the robot will reach the desired distance of 1 meter within 2 seconds the tilting angle of a maximum 5 degrees. But with the PID control, the robot needs to tilt about 15 degrees to reach the desired position within 2 seconds.

### 3.4 Flowchart of the Robot Control System

The flowchart used to carry this project can be seen in Figure 11. Once the necessary components are set, the operation of the flowchart will be explained in this section.

**Figure 11.** Flowchart of the Robot Control System

First of all, the MPU6050 sensor is initialised in the setup function. After that, the accelerometer and gyroscope raw data are acquired from the sensor and then passed through the complementary filter to remove drift and noise from MPU6050. Then, it is sent to the PID controller. By tuning the PID gain values, the motor speed can be controlled with a PWM signal. If the sensor senses that the robot is in a balanced condition, the PID controller
will command the motor not to move for ten milliseconds which becomes the system’s loop time. When the sensor senses that the robot is tilting forward for five degrees, the PID controller will command the motor to accelerate the motor forward until the robot becomes stable. In this way, the robot can balance itself successfully. Finally, when battery power is not enough, the robot will stop running [16]. The specific coding is not mentioned in this paper.

3.5 Hardware Testing

To implement the flowchart program in the hardware properly. Getting angle from the MPU6050 sensor is the first priority for hardware testing.

The Arduino Uno communicates with the MPU6050 through the I2C protocol. Thus serial clock pin (SCL) is connected to the Arduino (A5) pin as well as the serial data pin (SDA) is connected to the Arduino (A4) pin. The sensor’s interrupt pin (INT) is then connected to the Arduino pin2. Arduino supplies 3.3V to the sensor by connecting the Vcc pin from the sensor and the 3V3 pin from the Arduino. The two ground pins are made sure to communicate with each other.

After interfacing the sensor and Arduino Uno, the program should be uploaded to test the sensor. Then the raw data are saved in the excel file and plotted in MATLAB. After that, check the nature of the accelerometer and gyroscope sensor and perform complementary in MATLAB code.

Figure 12. Gyroscope Pitch Angle

The sensor is rotated only in one axis (pitch angle) from 0 to 90 degrees and then rotates again from 0 to 90 degrees for another four times. In Figure 12, the blue line represents the gyroscope pitch angle, and the red line represents the gyroscope high pass filter pitch angle. It was evident that the gyroscope has a bias. Thus without passing a high pass filter, the sensor data are drift gradually. However, in the filtered data, a small drift still presents in between 2000 and 2500 samples.

Figure 13. Accelerometer Pitch Angle

Figure 13 represents the nature of the accelerometer sensor. The blue line represents the accelerometer pitch angle, and the red line represents the accelerometer low pass filter pitch angle. Even there is no bias in the accelerometer, and it is pretty sensitive to noise. As a result, a low pass filter is needed to filter out this noise. Moreover, even the sensor is rotated from 0 to 90 degrees for six times, the accelerometer sensor data and low pass filtered data cannot represent absolute 90 degrees when only the accelerometer sensor is used to calculate the angle.

Figure 14. Complementary Filter Pitch Angle

In order to solve the problem occurring in both accelerometer and gyroscope sensors, a complementary filter is used to get a better result. For example, Figure 14 combines the two sensors’ data, and this filter is designed to trust the gyroscope sensor data more than that of the accelerometer.
3.6 Implementing PID Controller to the Robot Control System

After testing each component before implementing the whole system, the PID control algorithm is written in the Arduino. This PID controller plays an essential role in the self-balancing robot system. The reason is that without a controller or a poor control design, the robot cannot balance itself and is stable in one position. Thus, in this case, tuning the PID controller plays an important role. Therefore, the author did a lot of experiences to get the perfect controller gain values. Among them, four different PID gain values are selected.

Figure 15. The First PID Tuning in Robot

Figure 15 shows all data conditions of the running robot with PID gain values of $K_p = 50$, $K_i = 200$ and $K_d = 10$. Figure 14(a) represents the PID output (PWM signal) to control the motor speed. Figure 14(b) illustrates the robot’s actual tilting angle. In this Figure 14, the robot cannot keep in a balance position because it falls down after operating for a short period. This phenomenon can be seen when the robot’s tilting angle reaches 90 degrees.

Figure 16. The Second PID Tuning in Robot

Since PID gain values in Figure 14 cannot maintain the robot in an upright position, other PID gain values are tuned. Figure 16 shows all data conditions of the running robot with PID gain values of $K_p = 103.571$, $K_i = 129.5501$, and $K_d = 20.7004$. Figure 15(a) represents the PID output (PWM signal) to control the motor speed. Figure 16(b) illustrates the robot’s actual tilting angle. These gain values make the robot oscillate a lot; as a result, the PID controller needs to work at a maximum and a minimum limit of +255 and −255 PWM signals during the running condition. However, it cannot maintain the robot in a stable condition.

Figure 17. The Third PID Tuning in Robot

Thirdly, PID gain value is changed into $K_p = 28$, $K_i = 200$, and $K_d = 2$. Then the robot’s condition is checked. Unlike Figure 16, the PID controller does not need to work at a maximum or minimum limit apart from a disturbance. These gain values can keep the robot in a stable condition since, in Figure 17(b), the robot does not tilt a lot without a disturbance.

Figure 18. The Balancing Condition of the Robot in Upright Position

This final PID gain value of $K_p = 24.69$, $K_i = 218.4$; and $K_d = 1.924$ can improve the robot’s stability. The robot oscillates between −3 degrees and 3 degrees during the experiment. This means that the PID controller controls the motor driver not to let the robot tilt beyond 3 degrees. Thus it can be concluded that this gain value can provide a more stable condition for the self-balancing robot. The result can be seen in Figure 18.
Moreover, to know whether this PID gain value of $K_p = 24.69$, $K_i = 218.4$; and $K_d = 1.924$ can maintain the robot’s stable condition or not when extra weight is applied to it, a half-filled 0.6 litre of water bottle is placed at the top of the robot’s chassis and run the robot. Therefore, this PID controller can also maintain the robot in a stable condition. The front and side view of the robot’s running condition can be seen in Figure 19. In order to get this PID to gain value, many experiments are tested during the research program. The simulation tools in this mathematical modelling are based on the MATLAB and Arduino programming. The accuracy could be checked by using the ratio of difference between real and defined position to the defined position in this study.

3.7 Challenging Issues

During this research, a minor challenging issue appeared, such as resizing the depth of the robot chassis because the laser cutter cuts the acrylic sheets into 2 mm instead of cutting into 3mm sheets. However, one major issue was found with the DC motors employed: the first motor, GM25-370-24140 DC motor, does not have enough RPM to rotate when the robot turns to tilt into a large angle. For this reason, it is so complicated to tune the PID control. Fortunately, this problem is solved by replacing it with a 500RPM DC motor.

3.8 Discussions

This research work successfully achieves the goals of balancing unstable two-wheeled robots. Balancing an unstable system is a challenging problem in the research field, and the various controllers can be used in stabilising the system. In this research work, PID and LQR controller is used to control the robot’s position and angle. But in hardware testing, only PID controller is used. First, the 3D design of the self-balancing robot was drawn in the Solid Works software to find the best location for each electronic component. By doing so, the author does not have any problem with hardware assembling in practice. Next, the complementary filter has been successfully implemented to filter a gyroscope drift and accelerometer noise, allowing for an accurate estimation of the robot’s tilting angle. Arduino must communicate the IMU sensor via I2C communication and control the motor’s speed via PWM signal. After passing the filtered sensor data to the microcontroller, the microcontroller compares the actual tilting angle with the setpoint value to check the error. This error is compensated by using a PID controller in hardware. Both PID and LQR control algorithms have successfully compared the software simulation result in MATLAB using the robot’s state-space model. LQR can provide better performance than the PID controller. Due to the time limit, only the PID controller is successfully implemented to address the problem of balancing an unstable system in hardware testing. But this PID tuned values of $K_p = 24.69$, $K_i = 218.4$, and $K_d = 1.924$ used in hardware can maintain the robot upright on flat surfaces. Moreover, it can control the robot in a balanced condition with extra weight, as shown in Figure 18. Last but not least, this gain value is also satisfied in software simulation. Therefore, many experiments and simulations were done to achieve a better result. This work is novel for emphasizing on the numerical approaches for experimental approaches with discrete components and utilizing the fundamental concepts of the dynamic control system design.

3.9 Limitations

The limitations of the developed mobile robot system are latency of the control signal input to the process by controller output and the translational vector between the simulation approaches to experimental approaches. The problem could be solved to acquire the better performance for experimental studies with the speed of controller design and optimal gain tuning is the contribution in this work.

4. Statistics Table for Results Comparison

The experimental results of self-balancing mobile robot system in this study and recent works are given in the following Table 1. The performance comparisons are found in this table with various kinds of conditions.
### Table 1. Performance Comparison Table

<table>
<thead>
<tr>
<th>Works</th>
<th>Controller Design</th>
<th>Accuracy</th>
<th>Performance Level</th>
<th>Robustness</th>
</tr>
</thead>
<tbody>
<tr>
<td>[17]</td>
<td>PD</td>
<td>93%</td>
<td>High</td>
<td>Satisfy</td>
</tr>
<tr>
<td>[18]</td>
<td>LQR</td>
<td>94%</td>
<td>High</td>
<td>Satisfy</td>
</tr>
<tr>
<td>[19]</td>
<td>PWM</td>
<td>90%</td>
<td>Medium</td>
<td>Satisfy</td>
</tr>
<tr>
<td>This Work</td>
<td>PID and LQR</td>
<td>98%</td>
<td>Very High</td>
<td>Satisfy</td>
</tr>
</tbody>
</table>

The control algorithm is based on the real-time control system for specific analysis. The application of the mobile robot system is for healthcare service in real-time conditions.

### 5. Conclusions

This research successfully achieved its aims to balance a self-balancing robot based on the inverted pendulum model. Two control strategies have been implemented to address the problem of balance control for the system. The gain matrices obtained from PID simulation are implemented in this self-balancing robot for real-time controller experimentation. During the testing, the robot can maintain its vertical position by slightly adjusting its wheels. Besides PID control, the LQR controller is also successfully tested in MATLAB simulation. The PID controller can easily be tuned by observing the optimal condition. The LQR controller can also better results when the Q matrix and R matrix are adequately set. Many simulations are run to get the best result for this self-balancing robot. In the hardware testing, the PID controller is designed to control a single axis robot tilting angle, y-axis. Rotating in both x and z axes is neglected in implementing the PID control algorithm because this research work focuses only on stabilizing the robot. Also, controlling the position is not considered in hardware testing. However, in MATLAB simulation, both PID and LQR are considered in controlling both robot’s position and angle. Thus, considering the yaw axis and x y movement is recommended for trajectory tracking in the robot’s hardware. So that later formation control can be performed. Stabilizing the robot on a sloped area and a rough surface area is recommended as a future extension. PID controller cannot maintain stable conditions for slopes and rough surfaces. Thus apart from PID controller, Linear Quadratic Regulator (LQR), pole-placement, fuzzy control, adaptive control, sliding mode control (SMC), etc., are recommended to implement in this robot to decide which controller can perform the best in the future development of the self-balancing robot. Moreover, a manual remote control system like commanding the robot to move forward, backwards and rotate clockwise or counter-clockwise direction via Bluetooth wireless connection can also be considered in this self-balancing robot. The numerical expressions were matched to the experimental studies in this study based on the accuracy percentage of 98%. The performance level is also very high by comparing with the other recent works.
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